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Abstract 

Reusing applications is one of the main practises used to save time in the modern age of app creation. 
Copying and pasting techniques are used to duplicate applications and the mechanism is called the 

clone code which is known as code cloning. Yet all of this contributes to questions such as upgrading, 

upgrading time and sustaining. Different clones have been produced in the literature, but it takes too 
much time and more room to classify the clones. However, in the paper, authors suggest a new approach 

in which clones can be found that takes less time than current common algorithms to identify clones. In 

this paper noval framework using Abstract Syntax Trees for code clone detection and management has 

been proposed which gives better results in terms of precision and recall. 
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1. Introduction 

The reuse of the code using copying and pasting operation is very common in the programme design 
process. As a result, certain parts of the code appear just like clones. Code replication happens 

commonly in massive information systems [1]. Programmers pick and change a block of code that 

meets their needs to meet the goals. The use of code cloning is useful in that it contributes to rapid 

software creation, but it can create significant problems in the production and maintenance of software. 

1.1. Software Cloning Needs 

(1) Time limits: Code cloning constraint is the primary explanation for strict scheduler deadlines [2]. 

They are meeting these targets using copying and pasting technique. 

(2) Vocabulary restriction: when vocabulary does not talk, clones are added. Both real-world challenges 

have features to contend with. 

(3) Developers: Multiple companies calculate the productivity of Developers. The research tester by 

numbering a total of code lines they evaluated[3]. Copying and pasting the same file to maximise the 

programme length again. 

(4) Large structure of computing: complex software systems are not simple[4] 

1.2. Code Clones Forms 

(1) T1: The only difference in White Spaces is the true duplicate, or observations. 

(2) T2: Programming damage syntax is similar to the variables discrepancy, Lyrics, and spaces in 

steel[5]. 

(3) T3: code rubble with new, removed or modified statements along with variables, literal facts, 

conclusions and discrepancies, open spaces and dark spaces[6]. 

(4) T4: Programming rubble with a different syntax but executing the same features. 

2. Related Work 

The app is composed of a programmer team, Tajima et al. [7] says the code for an assigned section is 

written by a participant . If the leader implements the whole language, the outcome is software is going 
to be cloning. This helps in further processing and storage Specifications. Rainer [8] submitted a study 

focusing, along with its kind, on device replication, duplication and cloning. He spoke about the 

underlying causes and poor clone results[8]. The study's contribution is details how clones should be 
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stopped, current methods tested and clone standards Assessments of the detector[9]. Rattan et al. 

performed an exhaustive study of the different instruments and clone identification techniques 

available[10].  

3. Proposed Framework 

1. Clones_count=0 
2. For each subtree ti: 

If Threshold(ti)>=Set_Threshold 

Then hash ti to bucket_list 
3. For each subtree ti and tj in the same bucket_list 

If Compare_both_Tree(ti,tj) > Set_SimilarityThreshold 

Then { For each subtree s of ti 
  If CheckMember(Clones,s) 

  Then RemoveClonePair(Clones,s) 

For each subtree s of tj 

  If CheckMember(Clones,s) 
  Then RemoveClonePair(Clones,s) 

AddCloneClass(Clones,ti,tj) 

     } 

                                            Table 3.1 Algorithm used 

In the proposed framework, algorithm in table 3.1 has been used. In this algorithm first the clone count 
is set to 0. After that subtrees of the trees that are being compared are matched with each other and 

clone class is assigned to subtrees. 

4. Results 

Algorithm KLOC Precision  Recall 

Dup 30 80 80 

CCFinder 30 99 93 

Duploc 30 90 86 

Our Algorithm 30 97 95 

                              Table 4.1 Comparative Analysis 

 

                             Figure 4.1 Analysis and Comparison on the basis of Precision and Recall 

5. Conclusion 

Proposed algorithm is better in terms of precision then previous algorithms like Dup and Duploc. 

However in terms of recall, it outperforms all three algorithms used for comparison like DUP, Duploc 

and CCFinder. The complexity of the algorithm is O(n)+O(nlogn). Also it is able to detect clones of all 

types i.e. type 1, 2, 3 and 4. 

6. Future Work  

In the last few decades, code clone recognition analysis has gone a long way. Finally, some of the 

related fields that might influence future studies are identified in that area. Several clone detecting tools 
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are available. On the other hand, few methods help eliminate or handle copies effectively. The discovery 

of different approaches to remove dangerous clones by using automatic tool assistance is an important 
area to analyse the future. The difficulty of how to interpret the vast data generated by clone detection 

software is also encountered by large-scale clone detection. Another valuable path to the future is 

graphic and immersive visualisation of the performance to strengthen the human intellect and to provide 

an actionable perspective. Clone identification is important in many use cases for other programme 
objects, including templates, bug-reports, relevant records, and binaries. In order to efficiently detect 

Ransomware and License Breaches, for example, clonesin programme binaries are detected. Applying 

clone analysis to other software objects is therefore a fruitful direction in the future. 
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